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Abstract. Service computing techniques have achieved remarkable results in solving the
cohesiveness problem of Web applications and are therefore introduced into the IoT do-
main to break the trend of inlining IoT systems. However, compared with the traditional
Internet, IoT has richer elements and semantic connotations, so the existing service de-
scription framework needs to be improved and extended. In this paper, we propose an
ontology description framework for IoT services, design corresponding inference rules,
and give a storage method for IoT services by integrating the knowledge graph technology
for the strongly associated characteristics of IoT services. On this basis, an algorithm for
combining IoT services based on graph planning is proposed. The experimental results
show that the proposed method in this paper can provide richer entity semantics and ef-
fectively improve the efficiency and success rate of IoT service composition
Keywords: IoT services, ontology, knowledge graph, Graph Plan, service composition

1. Introduction. With the development of the Internet of Things (IoT) industry, all
aspects of society are becoming more and more intelligent, which is reflected in the fact
that many common devices are embedding the ability to sense, execute, compute, and
interact, thus enabling the management and organization of these common devices [1-4].
A large number of smart devices will inevitably generate a large amount of data, and for
the security of these massive data scholars have introduced technologies such as cloud, fog
computing and blockchain into the IoT [5-7]. However, for data sharing, the differences
between devices and platforms make a large amount of data is divided independently in
different IoT systems, which are closed and tightly coupled so that a large amount of data
cannot be shared and integrated into other systems [8].

Service Oriented Computing (SOC) can effectively solve the problem of data reuse and
sharing by unifying applications of heterogeneous platforms into services. In SOC, services
are defined as self-describing, adaptive, and platform-independent autonomous comput-
ing units, and can be used to rapidly build distributed software systems and enterprise
applications through service composition techniques. Services are published and inter-
acted with a consistent standard, thus effectively solving the problem of interoperability
of heterogeneous objects.

The success of SOC in the traditional Internet domain provides a path for the develop-
ment of the Internet of Things (IoT), and researchers have applied the ideas and methods
of SOC to the design of IoT systems, resulting in the concept of IoT services [9]: the core
idea is to unify the functions provided by various objects (devices, applications, etc.) in
the IoT and publish them as services to the outside world, which can be mutually call,
carry out information transfer, and can be dynamically discovered and composed. From
the perspective of services, the heterogeneity of IoT is stronger than that of the Internet,
making the operation of IoT services more problematic; at the same time, IoT services
interact with the physical environment, and their behavior and results are more difficult
to control [10,11].

Therefore, the aim of the work in this paper is to construct an accurate IoT service
model to improve the design quality and guarantee the reliable operation of the IoT
application system; and to design a reasonable IoT service composition method to meet
the complex requirements of users.

The main contributions of the work in this paper are: (1) for the characteristics and
difficulties of IoT services, a set of semantic description framework of IoT services is
proposed, semantic models of IoT services and entities are constructed, and relevant
inference rules for IoT services are designed. (2) Discussed how to store IoT services
under the knowledge graph using Neo4j tool, and on this basis, designed a graph planning
based IoT service composition algorithm to improve the algorithm execution efficiency.
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The rest of this paper is organized as follows. Section 2 introduces the related work from
two aspects, IoT service modeling and architecture, and IoT service composition method;
Section 3 gives the modeling method of IoT services and entities for the characteristics of
IoT services; Section 4 gives the design storage method of IoT service knowledge graph;
Section 5 gives the IoT service composition algorithm based on graph planning; Section
6 verifies the effectiveness of this paper through practical scenarios and simulation exper-
iments Section 6 verifies the effectiveness of the method through practical scenarios and
simulation experiments; Section 7 concludes the whole paper and discusses the subsequent
research directions.

2. Related Work. A significant obstacle to the development of IoT is the existence of
a large amount of heterogeneous data among various sensors and actuators. To efficiently
parse these data and combine them into intelligent services according to certain rules, a set
of standard description structures is needed to describe them, and the relevant data can
be published in a machine-readable format. At present, there has been a lot of research
on IoT services at home and abroad, but the semantic description of IoT services is still
in the research stage, and a set of the unified standard has not yet been formed.

In terms of IoT service modeling and architecture framework, Agarwal et al. [12] pro-
posed a FIESTA-IoT streamlined ontology model, which integrates ontologies including
classical SSN, IoT-A, and IoT-Lite, and offers the M3-LITE classification system. This
work starts from semantic sensor networks and focuses more on the modeling of sensor
devices, and the portrayal of IoT services is still inadequate; De et al. [13] proposed a
ternary model of device-entity-services, which is an earlier definition of IoT service models
. This work defines the IoT service model as “real-world services” and describes the func-
tions of physical devices as ontologies, but does not design further manipulation schemes
for semantic data, such as querying and reasoning. Wei [14] elaborated on the description,
discovery, and composition of IoT services as early as the nascent stage, illustrated the
computational model of IoT services, and clarified the challenges that IoT services will
face in the future. This work improves on the Web service ontology WSMO-Lite for IoT
characteristics, but lacks a detailed portrayal of the physical environment to reflect the
interaction between the service and the complex environment; Yu et al. [15] proposed
a set of IoT service evaluation systems to test the effectiveness of IoT services for the
management mechanism of the service to meet the needs of users; however, this work
involves the same technology based on sensing networks and Web services, which cannot
be directly applied in the IoT domain.

In terms of service composition, Hamzei and Navimipour [16] discussed the advantages
and disadvantages of existing service composition techniques in the process of providing
IoT services to users under the service-oriented idea. Androec [17] designed a mecha-
nism for semi-automatic service composition after semantic annotation of ontologies using
JSON-LD. However, this approach models IoT services as simple inputs and outputs in
the same way as Web services and does not represent the complex nature of IoT services
well. Baker et al. [18] designed an IoT service composition algorithm to search for the
minimum number of services and proposed a transformation model for user requirements.
This work performs service composition from the perspective of saving energy for IoT
systems but again does not distinguish IoT services from traditional Web services in the
composition process.

In summary, the existing related research results can bring interoperability to hetero-
geneous data between IoT platforms, but there are still the following problems: (1) few
IoT ontologies constructed with the concept of services are seen, and most of the mature
research results are based on sensing networks. (2) Most of the ontologies centered on IoT
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services lack the consideration of the environment, on which IoT services are dependent.
(3) Most of the composed approaches of IoT services are based on Web services, which
cannot portray the specificity of IoT services.

3. Semantic Description Framework for IoT Services.

3.1. IoT entity. Firstly, the characteristics of entities in an IoT system are elaborated.
The biggest difference between IoT services and traditional Web services lies in the degree
of dependence on the environment; IoT services are often bundled with physical devices
that can access things in the physical world to the information world. Therefore, it is
necessary to classify entities as physical entities and information entities. Physical enti-
ties represent entities that exist in the physical world and information entities represent
entities that exist in the information world. For example, for the same smart car, the
self-test service of the car and the traffic service of the city focus on modeling them as
physical entities and information entities, respectively. Moreover, IoT entities are also
highly dynamic, for example, if a service and an entity are not in the same physical lo-
cation, then the two should not be able to influence each other. In this paper, in order
to describe this nature of entities, the concept of entity properties is abstracted, and the
difference in the state of property can indicate whether an entity property is available or
whether it is imposed by a service.

In this paper, IoT entities are defined as:

Definition 3.1. (IoT entity). An IoT entity IoTET = (EType, EId, Property), where
•IoTET ∈ {PE, IE} .PE is a Physical Entity , IE is an Information Entity .
•Eid = (ECategory, EUri). ECategory is the category identifier of the environment

entity, EUri is the environment entity identifier.
•Property = (PUri, Value, State). State = (ust, ast), ust ∈ {available, unavailable},

ast ∈ {null, affected, unaffected}.PUri is the unique identifier of the property, Value is
the property value of the property, and State is the state the property is in, where ust is
the available state of the property, indicating whether the property is available when the
IoT service is executed, and ast is the affected state of the property, indicating whether
the property has been applied with effect by the IoT service. The affected state is only
meaningful for the properties of physical entities, and the affected state of information
entities always takes null

Physical and information entities cannot exist in isolation; when adding a new physical
(information) entity, its corresponding information (physical) entity should also be added.

For example, EnvironmentLight is an ambient light entity with a light intensity prop-
erty, initialized as described below:

Example 3.1. EnvironmentLight:
EType = PE
Eid:

ECategory = P-Environment Light
EUri = P-Light 01

Property:
PUri = P-Brightness
Value = null

State:
ust = unavailable
ast = unaffected
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EType = IE
Eid:

ECategory =I-Environment Light
EUri = I-Light 01

Property:
PUri = I-Brightness
Value = null

State:
ust = unavailable
ast = null

3.2. IoT service. An IoT service is a service that interacts with an entity according
to the user’s wishes, and its behavior is either sensing and acquiring the parameters of
the physical environment, or it artificially adjusts the parameters of the physical environ-
ment by applying some effect to the entity after internal data processing. According to
these behavioral characteristics of IoT services, four service behavioral elements can be
summarized: sense, effect, input and output.

In this paper, IoT services are defined as:

Definition 3.2. (IoT service)An IoT service Srv = (SId,SProfile),where
•SId = (SUri, SDescription), SUri is the unique identifier of the service and SDescrip-

tion is the text describing the functionality of the service.
•SProfile = (input, output, sense, effect),The SProfile quadruplet corresponds to the

input, output, sense, and effect behaviors of the IoT service, respectively. And there are
also the following restrictions: the elements that interact with the service in sense and
effect are the physical entity properties in definition 3.1, and the elements that interact
with the service in input and output are the information entity propertiess in definition
3.1.

For example, Brightsense is an ambient light intensity awareness service that provides
information on ambient light intensity, described as follows:

Example 3.2. Brightsense:
SId :

SUri = Bright sense
SDescription = “sense the light intensity then output value.”

SProfile:
input = ∅
output = I-Brightness
sense = P-Brightness
effect = ∅

IoT services can be divided into three categories according to their functions: sensing
services, computing services, and effecting services. The sensing service, once started,
continuously acquires the property values of physical environment entities and transforms
them into information entity properties that can be understood by other services, the
computing service only processes the information entity properties, and the effecting ser-
vice, after receiving the information entity properties, applies effects to physical entities
and changes the property values of physical entities. Combining the characteristics of the
above services with the Sprofile section in Definition 3.2, the IoT services can be further
classified as follows:

Sensing service: Srv.Profile = (sense, ∅, ∅, output)
Computing services: Srv.Profile = (∅, input, ∅, output)
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Effecting services: Srv.Profile = (∅, input, effect, ∅)
In addition, to reflect the dynamic nature of IoT services, this paper defines service

enablement and service execution as follows:

Definition 3.3. (Service enablement)
For an IoT service Srv, Srv.Profile = (input, output, sense, effect), Srv is said to be

enabled if it satisfies ∀p ∈ input : p.ust = available, denoted as enable(Srv).

Definition 3.4. (Service execution)
The effect of executing an IoT service Srv is: ∀p ∈ output : p.ust = available and
∀p ∈ sense ∪ effect : p.ast = affected, denoted as execute(Srv).

3.3. IoT service ontology.

3.3.1. Ontology construction. According to Nacer and Aissani [19], the ontology aims to
construct a model to indicate the precise definition of knowledge concepts between specific
domains and the associations between them and to provide a formal description of the
model. Based on the relevant definitions above, a graphical representation of the IoT
service description framework is shown in Figure 1.

Figure 1. IoT Service Description Framework

In this paper, when constructing the IoT service ontology, the five basic principles
proposed by Gruber [20] are observed: clarity, completeness, consistency, and extensibility,
and the above IoT service description framework is modeled using the Protégé ontology
construction tool, and the service and entity hierarchy is shown in Figure 2, and some of
the core object properties are shown in Figure 3.

Table 1 is a description of some of the core properties of Figure 1 on the ontology of
the IoT service domain.

3.3.2. Rule-based inference. To enhance the semantic information of the ontology, often
the relevant SWRL rules will be defined when building the ontology [21]. The Schema
of SWRL consists of four parts, Imp, Atom, Variable and Building, where the main
restriction expressions of Atom are: 1. C(x): C is the OWL description. 2. P (x, y): P
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Figure 2. IoT Services and Entity Hierarchy

Figure 3. Some core object properties

Table 1. Description of some core properties of IoT services

Property Meanings Domain Range
hsaEType There are two types of each IoT entity IoT en-

tity
Entity type

hasProperty Properties of each IoT entity IoT en-
tity

Entity property

hasEUri Each IoT entity has a unique Uri IoT en-
tity

An entity URI

hasSUri Each IoT service has a unique Uri IoT ser-
vice

An service URI

hasSDescriptionEach IoT service has a functional de-
scription

IoT ser-
vice

Text

hasInput Each IoT service has input elements IoT ser-
vice

Information entity prop-
erties

hasOutput Each IoT service has output elements IoT ser-
vice

Information entity prop-
erties

hasSenset Each IoT service has sense elements IoT ser-
vice

Physical entity proper-
ties

hasEffectt Each IoT service has effect elements IoT ser-
vice

Physical entity proper-
ties
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is the attribute of OWL, x, y are variables, OWL individuals or OWL data value. This
paper is written from the following two aspects:

(1) from the user, in service selection, the user may need to know whether the service
has alternative services, and may care whether there is an association relationship between
the services, and the relevant inference rules are defined as follows:

Rule1: Service(?x)∧Service(?y)∧Property(?z)∧hasSense(?z, ?x)∧hasSense(?z, ?y)
→
replaceable(?x, ?y)
Rule2: replaceable(?x, ?y) → replaceable(?y, ?x)
Explanation: Rule1, if both service x and service y perceive the same property z, then

service x can be substituted by service y. Rule2, if service x can be substituted by service
y, then service y can also be substituted by service x.

Rule3: Service(?x) ∧ Service(?y) ∧ Property(?z) ∧ hasSense(?x, ?z) ∧ hasEffect(?y, ?z) →
related(?x, ?y)
Rule4: related(?x, ?y) → related(?y, ?x)
Explanation: Rule3, if service x perceives property z and service y applies effect to

entity z, then service x is associated with service y. Rule4, if service x is associated with
service y, then service y is also associated with service x.

(2) Starting from the aspect of ontology knowledge base, the definitions in the semantic
framework of IoT services are mapped to the knowledge in the ontology knowledge base
by writing rules and avoiding information omission when building the ontology manually,
and the relevant inference rules are defined as follows:

Rule5: Service(?x) ∧ Property(?y) ∧ hasinput(?x, ?y) ∧ hasState(?y, “available”) →

enableservice(?x)
Explanation: Rule5, service enablement corresponding to definition 3.3
Rule6: Entity(?x) ∧ Property(?y) ∧ hasProperty(?x, ?y) ∧ hasState(?y, “unaffected”) →

PhysicalEntity(?x)
Rule7: Entity(?x) ∧ Property(?y) ∧ hasProperty(?x, ?y) ∧ hasState(?y, “affected”) →

PhysicalEntity(?x)
Explanation: Rule6, 7, Corresponding to the constraints in Definition 3.1 for physical

entity properties.
Figure 4 shows the writing of the above custom rules done in Protégé’s SWRL Tab

operator panel.

Figure 4. SWRL rules

4. IoT Service Storage with Knowledge Graph.

4.1. IoT Service Knowledge Graph Definition. In Section 3, this paper gives a
framework for the description of IoT services and constructs an ontology library with
related rules under IoT services using Protégé. This chapter will explore the way of
storing IoT services under a knowledge graph.
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A knowledge graph is a semantic network that reveals the relationships between entities,
and its generic representation is a tripleG = (E,R, S), where E = {e1, e2, ..., e|n|} is the set
of entities in the knowledge base, which contains |E| different entities; R = {r1, r2, ..., r|R|},
which contains |R| different relations, S ⊆ E ×R× E [22].

Mapping IoT services to traditional knowledge graphs lead to the definition of IoT
service knowledge graphs:

Definition 4.1. (IoT Service Knowledge Graph). An IoT service knowledge graph G =
(S, P,R), where
•S = {s1, s2, ..., s|n|} is the set of IoT services and the total number of services is n.
•P = {p1, p2, ..., p|m|} is the set of IoT entity properties and the total number of services

is m.
•R = (input, output, sense, effect) is the relationship between IoT service and entity

properties.

The above definition shows that IoT services under the knowledge graph no longer
merely describe the service-to-service relationship, but indirectly link the services through
the properties of IoT entities.

4.2. Architecture of IoT Service Knowledge Graph Architecture. There are two
general-purpose knowledge graph construction methods: bottom-up and top-down ap-
proaches [23]. The former is to extract resources from publicly available datasets with
the help of certain technical means and add them to the knowledge base after manual
review. While the latter is to pre-define the ontology structure and then guide the data
to be added to the knowledge base through the ontology structure. For IoT services,
since there is relatively little relevant knowledge publicly available on the network, this
paper adopts a top-down approach to construct the knowledge graph of IoT services. The
detailed construction architecture is shown in Figure 5.

Figure 5. IoT ervice knowledge graph construction architecture

According to Figure 5, the detailed construction steps of the IoT service knowledge
graph can be obtained as follows:

(1) Guide the ontology construction under the framework of semantic description of
IoT services.

(2) Extract service information and related entity property information.
(3) Compare the property concept in (2) with the ontology library, and if it is an existing

concept in the ontology library, connect the service with the property in the specified
sense, input, effect, or output way; if there is no such concept, update the concept in the
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ontology library and add it to the knowledge graph together with the service and entity
properties.

Whenever a new service is added to the knowledge graph, steps (2)(3) are repeated to
achieve an iterative update of the knowledge graph.

4.3. Service and Property Extraction. The services in OWL-TC4, the fourth version
of the OWL-S service test set, are used as an example for service and property extraction.
Figure 5 shows some information about BOOK PRICE SERVICE service.

Figure 6. Key part of the description of the book price service

The service name can be obtained from <profile:serviceName/>in the figure, where a
unique Uri will be assigned to the service according to the description framework of this pa-
per, and <sprofile:textDescription/>, <process:input/>and <process:output/>are also
similar to it. It contains the service description and the ontology information required for
input, output,sense,and effect.The service and property extraction can be done by simply
matching the module ontology.

4.4. Knowledge Graph Storage for IoT Services Based on Neo4j Graph Data-
base. Neo4j is a graph database that stores data in a property graph structure.

Property Graphs (PG) are the most common way of storing knowledge graphs with the
following three basic data types nodes: Nodes, Edges, and Properties [24].

Nodes: are entities in the graph, marked with zero to multiple text labels (labels)
indicating their types, equivalent to entities.

Edges: are directed links between nodes, also called relationships. The corresponding
“from node” is called the source node and the “to node” is called the target node. Edges
are directed and each edge has a type, they can be navigated and queried in any direction.
It is equivalent to a relationship between entities.

Properties: are key-value pairs where vertices and edges have properties.
The storage of the IoT service library can be accomplished through Neo4j’s Cypher

for JAVA API. The detailed steps after completing the extraction of service and entity
property information in Section 4.3 are as follows.

(1) Save the extracted services as <SUri, SDescription>as a service.csv file.
(2) Save the extracted properties as <PUri, EType, State>as property.csv file.
(3) Save the relationship between service and property as <PUri, Relation,SUri>as

relationship.csv file.
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Take the BOOK PRICE SERVICE service in Figure 6 as an example, the data initial-
ized in each of the three files for this service are:

(1)<http://127.0.0.1/services/1.1/book price service, This service returns a list of cur-
rent purchase prices of a given book title. The prices include both new and used versions
of the book.>

(2)<http://127.0.0.1/ontology/books.owl#Book, PhysicalEntityProperty, unavailable><http://127.0-
.0.1/ontology/concept.owl#Price, InformationEntityProperty, unavailable>

(3)<http://127.0.0.1/ontology/books.owl#Book, input, http://127.0.0.1/services/1.1/book price serv-
ice><http://127.0.0.1/services/1.1/book price service, output, http://127.0.0.1/ontology/concept.owl#-
Price>
After the above-mentioned extraction of service and entity properties, the IoT service

knowledge graph can be created on this basis. Taking three simple service nodes as an
example, the relationship diagram between these three service nodes is first given below,
and some of their descriptive information is given in Table 2.

Table 2. Some service information

SUri Input Output Sense Effect
Airconditioner ServiceI-Time,

I-
RoomATemp

∅ ∅ P-
RoomATemp

Time Service ∅ I-Time ∅ ∅
Tempsense Service ∅ I-

RoomATemp
P-
RoomATemp

∅

Figure 7 shows the representation of some of the service and property relationships
in Neo4j. After storing the knowledge graph of IoT services using Neo4j, several query

Figure 7. Partial property and service relationship in Neo4j

interfaces can be encapsulated using the query function of Cypher for JAVA API for
subsequent calls to the service composition algorithm. Table 2 shows the functional
description of some interfaces.

5. IoT Service Composition Based on Graph Planning.
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Table 3. Functional description of some interfaces

Neo4j inter-
face

Function

GetInput (srv) Query the input node of srv
GetOutput (srv) Query the output node of

srv
GetSense (srv) Query the sense node of srv
GetEffect (srv) Query the effect node of srv
Check (prop) Query the state of property
Check (goal) Query whether all proper-

ties have reached the goal
states

5.1. IoT Service Composition Model. Due to the limited functionality of individual
IoT services, in order to meet complex business requirements, a composition of different
services is required to obtain a greater granularity of services [25]. The service composi-
tion request consists of three components,supply, demand, and composition constraints.
In the IoT service model developed in this paper, the supply is described as the input
element, and the demand is described as the output element and the effect element. The
composition constraints can be described as requirements for service quality metrics (cost,
reliability, responsiveness, etc.) and can be easily extended to the IoT service model es-
tablished in this paper. And the composed service obtained by composing is an execution
sequence of services: csrv =< srv1, srv2, ...srvn >. The service composition is defined as
follows:

Definition 5.1. (service composition) For a service composition request req = (PR, QR, AR)
with ∀p ∈ PR : p.ust = available, find a composed service csrv such that after csrv is ex-
ecuted, it satisfies ∀p ∈ QR : p.ust = available ∧ ∀p ∈ AR : p.ast = afffected.

On the basis of Definition 5.1, a service composition request req = (PR, QR, AR) can
be converted into a state transition system defined as follows:

Definition 5.2. (state transition system of service composition) For a service compo-
sition request req = (PR, QR, AR) can be convert to a state transition system STS =
(Z, z0, Z

e, T, E),where
•Z = {z|z =< (p0.ust, p0.ast), (p1.ust, p1.ast), . . . >},where pi is entity property, Z is a

set of states,and a state z is a vector of all entity property state values.
• z0 ∈ Z is the initial state, with ∀p ∈ PR : p.ust = available
• Ze ⊆ Z is the set of terminable states and a terminable state Z satisfies (∀p ∈ QR :

p.ust = available) ∧ (∀p ∈ AR : a.ast = affected).
• T = {srv} is the set of transition labels, and a transition label represents an IoT

service.
• E ⊆ Z × T × Z is the set of transitions, for a transition e = {(z, srv, z′)},In state z.

srv is enabled, and the state changes to z’ after srv is executed.

5.2. Algorithm of Creating IoT Service Planning Graph. Graph planning method
is proposed by Blum and Furst [26], which is a method to solve the planning problem in the
form of a graph . Considering the characteristics of IoT services, the IoT service planning
graph is different from the traditional planning graph in that there are no negative effect
edges as well as mutually exclusive services, so the IoT service planning graph in this
paper contains two types of nodes, one is the service node in the service layer and the
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other is the node of state change triggered by the service in the state layer. To apply
the IoT service composition to the graph planning domain, the data structure of the IoT
service planning graph is first defined as follows:

Definition 5.3. (IoT service planning graph) An IoT service planning grpah IoTSPG =
(Z, T, L), where
•L is the current number of levels of planning graph.
•Z is the state level of planning graph, Z = (Zinformation, Zphysical), Zinformation records

changes of information entity properties in the current level, Zphysical records changes of
physical entity properties in the current level
•T is the service level of planning graph, records the services that executed in the current

level.

Algorithm 1 describes the specific creation process of the IoT service planning graph
Algorithm 1 generates and extends the IoT service planning graph, first transforming it

Algorithm 1 Create IoT Service Planning Graph

Input: A Compose Request STS = (Z, z0, Z
e, T, E), A max num of levels in planning

graph n
Output: A planning graph G = (Z1, T1, Z2, T2, . . . , Zn, Tn)
1: Z1 = z0
2: for i ∈ [0, n] do
3: if (Zi ̸⊂ Ze) ∧ (Zi ̸= Zi−1) then
4: for each srv ∈ T do
5: if enable(srv) then
6: Ti ← srv
7: Zi+1 ← Zi+1 + execute(srv)
8: end if
9: end for
10: end if
11: G← (Zi, Ti)
12: end for

into the state transition system STS = (Z, z0, Z
e, T, E) based on the composition request

req = (PR, QR, AR), and creating the first state level Z1 based on z0, obtaining the set
of enabling services by judging the state of the information entity properties in Z1, and
adding the set of services to the service level T1, while execute the service and add the
resulting property changes to the next state level Z2, and repeat this process within the
set maximum number of levels until the state level of the planning graph reaches the
terminable state, or the state level reaches the stable level, i.e., the execution of any
service does not trigger a new properties state the change, at which time the expansion
of the IoT service planning graph ends.

5.3. IoT Service Planning Solution Extraction. In the graph planning based IoT
service composition solving process, if the state reaches terminable state, then the graph
planning algorithm enters the solution extraction phase, and the specific process of service
composition solution extraction is described in Algorithm 2 and 3.

First, for a composition request req = (PR, QR, AR), let target = QR ∪ AR, for any
entity property a ∈ target, use the query interface opened by Neo4j in Chapter 4 to find
the services that satisfy the influence on this entity property in the service layer above the
planning graph srv,and put it into the solution sequence TStemp of the current level, and
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Algorithm 2 TranslistExtract

Input: A planning graph G, A set of targets targets, Current num of level L
Output: A Translist TS =< z0, srv0, z1, srv1, z2, . . . , Zn > or null
1: if L = 0 then
2: return TS
3: else
4: StepSearch(G, target, L)
5: end if

Algorithm 3 StepSeach

Input: A planning graph G, A set of targets targets, Current num of level L
Output: A Translist TS =< z0, srv0, z1, srv1, z2, . . . , Zn > or null
1: if target = null then
2: for each srv ∈ TStemp do
3: input← GetInput(srv)
4: end for
5: TranslistExtract(G, inputs, L− 1)
6: return TS
7: else
8: for each a ∈ target do
9: for each srv ∈ TL do

10: result← GetOutput(srv) +GetSense(srv) +GetEffect(srv)
11: if a ∈ result then
12: TStemp← TStemp+ srv
13: end if
14: end for
15: end for
16: if TStemp = null then
17: return null
18: else
19: choose a random srv ∈ TStemp
20: TS ← TS + TStemp
21: result← GetOutput(srv) +GetSense(srv) +GetEffect(srv)
22: return StepSearch(G, target− result, L)
23: end if
24: end if

repeat the above process until the initial state PR of the composition request is reached,
and extract all the composed sequence TS.

6. Experimental Analysis. This section evaluates the rule-based reasoning for IoT
service ontologies and the composed approach for IoT services, respectively.

6.1. Rule Reasoning Evaluation. The rule inference is verified in the context of smart
home. The user can get service A by searching, and service A has alternative service B,
and service B has service C related to it, and the function of service C is exactly what the
user is interested in. Through the joint reasoning of Rule1, 2, 3, and 4 in Section 3.3.2,
the information about service C can be shown to the user.

Another example is that when the user inputs the concept query of light A, the user can
be shown the detailed information of the instances of light A existing in the constructed



IoT Service Description and Composition Method with Knowledge Graph 1061

ontology knowledge base, such as light A has the property of light intensity and the status
of this property is unavailable, etc. If the user can provide a set of properties with the
status of available, the currently available services can be automatically inferred through
Rule5.

The SWRL Tab operation panel in Protégé runs inference based on the written rules.
Figure 8 shows that the inference machine generated 238 new axioms from ontology
knowledge with custom SWRL rules.

Figure 8. Inference Axioms

The new knowledge generated by inference is displayed in Protégé with a yellow back-
ground, and the inference process can be viewed by clicking on the question mark to
the right of the inferred knowledge. Figure 9 shows the inference of the inference of the
Lightsense service to the enabled service and its process.

Figure 9. inference about LightSense

6.2. Composition Method Evaluation. The feasibility and effectiveness of the pro-
posed IoT service composition method is verified by comparing the service composition
method using knowledge graph and graph planning with the service composition method
using only graph planning, and recording the success rate of the composition and the
average running time of the algorithm. In addition, the two are denoted as K-IOTSPG
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and IOTSPG respectively in order to present the results. The experimental environment
for this paper is Win10 64-bit operating system, Intel(R) Core(TM) i7-10700k CPU @
3.80GHZ, 16G RAM.

As there is no relevant standard dataset, this paper uses a random generation method
to simulate entities, entity properties, services, and user requirements. In particular, 1300
entity properties are randomly generated, with 1/2 of each physical entity propertiy and
1/2 of each information entity property; the input, output, sense, effect, and initial and
target states of the service and user requirements are randomly selected from these 1300
entity properties.

The size of the set of input, output, sense, and effect properties of the service is chosen
randomly between 10–20, the initial state properties of the user requirements is chosen
randomly between 10-30 and the target state is chosen randomly between 100–200. The
number of simulated services is increased in steps of 25, from 50 up to 1000, and 100
service requests are randomly generated for each size of service separately, and finally the
success rate and average time spent on the 100 composed requests are calculated. The
above experiments were conducted for each of the two methods. The success rates of the
compositions are shown in Figure 10.

Figure 10. Rate of successful service composition

As can be seen from Figure 10, under the same conditions, the success rate of the
composition of the two methods increases as the number of services increases, and the
composition success rate of K-IOTSPG is consistently higher than that of IOTSPG, which
is because IOTSPG is mainly based on keywords when performing service matching, while
K-IOTSPG combines the semantic ontology of IoT services and expands the matching
scope and therefore has a higher success rate. The forward expansion time, backward
search time, and total planning time for the two methods are shown in Figures 11, 12,
and 13.

As can be seen in Figure 13, the total algorithm time for both methods increases as
the number of services increases under the same conditions. Although whether or not
the knowledge graph is applied has little impact on the algorithm running time when the
number of services is small, as can also be seen by looking at the forward expansion time
in Figure 11, sometimes when the knowledge graph interface is not applied, the planning
graph is expanded faster instead. However, as the number of services increases, the
execution efficiency of K-IOTSPG is significantly higher than IOTSPG. This is because
K-IOTSPG invokes the search interface provided by the Neo4j graph database in both the
forward expansion and backward search phases of the graph planning phase, effectively
reducing the time required to find and match between services and entity attributes.

It can also be seen that the algorithm’s time increases at a faster rate until the number
of services reaches 350, while after 350 the time increases at a slower rate and is not strictly
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Figure 11. forward expansion time

Figure 12. backward search time

Figure 13. total planning time

monotonically increasing. By looking at the results of the service compositions and the
forward search time in Figure 11, it can be seen that the reason for this phenomenon is
that the size of the services is so large that, if the number of services exceeds a certain
threshold, a large number of services can be enabled by the initial conditions given by the
user alone, so that the target state is reached by only one layer of services in the planning
graph, making the forward expansion phase of the planning graph take less time instead.
After this threshold, as the number of services continues to increase, the increase in time
for the forward expansion of the planning graph is faster, but the increase in time for
the backward search tends to level off, and the former accounts for a lower proportion of
the overall algorithm process time, so that the total running time of the algorithm also
increases more slowly, indicating that the IoT service composition method is also suitable
for large-scale service scenarios.
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7. Conclusions. In this paper, we construct a semantic framework for the description
of IoT services and their entities, build an IoT service ontology using Protégé, design a
SWRL rule language for automatic reasoning about the ontology, mine part of the hidden
knowledge, avoid the missing information of the ontology caused by manual building of the
ontology, and implement the storage of the knowledge graph of IoT services in Neo4j, and
finally implement the IoT service composition based on Graph Plan. The next work will
try to automatically build IoT service ontology by machine instead of manual definition
by domain experts; further generalize and design more relevant IoT service rules to enrich
the knowledge in the ontology library; further improve the composition method to improve
the efficiency of service composition.
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